TOWARDS FORMALIZATION OF
SPECIFICATION DESIGN

by
WILLIAM N. ROBINSON

A THESIS

Presented to the Department of Computer
and Information Science
and the Graduate School of the University of Oregon
in partial fulfillment of the requirements
for the degree of
Master of Science

June 1987



™~

Approved: /\WL_ /72/”\/\/\

N 0DF. Stephen F. Fickas

ii



i

An Abstract of the Thesis of
William N. Robinson for the degree of Master of Science
in the Department of Computer and Information Science
to be taken June 1987
Title: TOWARDS FORMALIZATION OF SPECIFICATION DESIGN

_.-'{/1,-&_, QA"/ L/z/] %

Dlz,f"Stephen F. Fickas

Approved:

The primary objective of this research is to investigate the development of an
intelligent environment for managing the complexity of a semantically rich
specification model to assist in the design and evolution of specifications. In support of
this objective, this thesis presents: (1) a model of specification development based on
transformations of specifications and merging of divergent specifications, (2) an
environment which assists in the application of a simplified set of these transforma-

tional operators.

An interesting aspect of the model is that some transformations are not correct-
ness preserving. Such operators modify the meaning of a specification through (1) the
modification of the goals and policies of the requirements which can then be compiled
into the specification and (2} direct modification of the specification rationalized by

goals and policies which have not been fully compiled into it.
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CHAPTER 1

INTRODUCTION

This thesis is based on the tenet that specification design is a process of compil-
ing the goals and policies of problem requirements with the intention of (1) integrating
goals and policies and (2) discovering unforeseen goal and policy interactions. Based
on this requirements compilation assumption, | am seeking to develop an environment
which supports this process. The next three sections present the overall research goals
of this project and the results presented in this thesis. The fourth and final section of

this chapter presents an overview of this thesis.

1. Besearch Goals

The primary objective of this research is to investigate the development of an
intelligent environment for managing the complexity of a semantically rich
specification model to assist in the design and evolution of specifications. To this end,

the following supportive subgoals are being explored:

(1) Development of a specification representation that facilitates reasoning about

specifications.

(2) Development of operators for goal integration and compilation into the above

representation based on (a) transformations and {b) merges.
(3) Automation of the operators in 2 (a) and (b).
(4) Categorization of goal conflicts.

(5) Development of strategies for goal integration and compilation using

knowledge of goal conflicts to guide the application of the operators of 3 (a)

and (b).
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These are the goals of this research and not the results reported here. Rather,
here [ present an initial formalization of the environment in which the above issues
will be explored. This environment, called Oz, has the following (corresponding)

characteristics which support this investigation:

(1) A very simple specification language which is useful in reasoning about control

and data flow relations.

(2) A model of specification development based on transformations of

specifications and merging of divergent specifications.
(3) Interactive application of a simplified set of the above operators.

The next section defines a specification as a compilation of the goals and policies
of a requirements document. This is the view also taken by Fickas(19|. Formalization
of the derivation of specifications from requirements is useful in that specifications can
be constructed faster, more accurately, and more cost effectively. Moreover, the results
of this research will function as a front-end to research on automatic implementation
of specifications. Such technology is an area of active and productive research, and
part of a larger endeavor to significantly alter and automate the software life
cycle(4,6,27,44]. This thesis represents an investigation of the design process of
specification construction based on the tenet that this process is one of compilation of

requirements to specification.

2. Specificati

The requirements document expresses the needs of the user in terms of the prob-
lem domain (i.e., goals, policies, and a process model) and must be expressed in a
language that can also express design decisions. This is because of the variety of con-
straints a requirement can express; essentially any property of the system that is
necessary to gain its acceptability, including organization or resource utiliza-
tion[22, 56]. However, it should not include expressions which do not describe the

problem, yet constrain the software implementations. Hence, the requirements



document should not degrade into what is traditionally referred to as a design

specification|41].

When [ refer to a specification, it is not as the traditional use of the term, but
rather a compilation of requirements into a formal document. Traditionally, a design
specification describes the internal functional decomposition of the software into
modules and the performance of each of those modules expressed in terms of their util-

ization of resources. Unless this information is contained in the requirements, and it

should not unless it is an explicitly necessity of the user,! it will not exist in the

specification.

What the specification does contain is the integration and compilation of goals
and policies expressed in the requirements. Compilation of goals and policies is the
process by which their explicit, high level, inefficient representation is converted into

an implicit, lower level, and efficient representation. Goals and policies describe what

the system is to achieve, but not how it is to achieve it.> Furthermore, their interac-
tions are implicit. The process of moving what descriptions to how descriptions moves
from higher level abstractions to lower level abstractions and from explicit achieve-
ments to implicit achievements. The lower level representation is more efficient in the

(1) specification and discovery of interactions and (2) derivation of an implementa-

tion.?

Detection of conflicting and interacting goszls and policies is an open problem. In

the form of goals and policies the requirements of the system is explicit but goal

IThe user may in fact explicitly request the specified software interface with other
software, requiring functiona.? decomposition and performance constraints in the re-
quirements. But, despite the request, the analyst may perceive the user’s request an
unnecessary and not incl.ude it.

’A goal is a simple declarative statement of a desired state of the system. Policies
describe desired activities (i.e., transition goals) which take place over time. Hence,
these statements are comparatively more procedural.

3Systems such as Mostow’s FOO [38] and transformational implementation [33)
exemplify goal compilation. See also the workshop on knowledge compilation[13].



interactions are implicit. Compiling these goals and policies makes explicit their
interactions and implicit the rationale behind them. Recording the compilation process

is a way to link these polar representations.

3. Specification Desien Model

The view of specification design taken here is that specification design knowledge
can be partitioned into three major areas: de:qign knowledge, development knowledge,
and specification knowledge. This perspective is begin explored and formalized as the

KBPES model of specification design.

Figure 1 illustrates how KBPES is divided into two major interacting com-
ponents, the case database and the knowledge-base. The case database (workspace)
contains the various aspects of the particular specification being constructed; it
changes with each new system to be specified. The knowledge-base is less dynamic
and is divided into three interacting partitions: the design model, the development
model, and the specification model. Each of these are further divided into general and

domain specific components.

The design model contains general and domain specific elaboration and merge
strategies. Elaboration is the method by which goals are compiled into a specification.
As will be described, elaboration can result in the separation of the specification into
two or more documents. Merge is then used to make the specification a single con-
sistent document again. This part of the model is more speculative; hence, it will not

be discussed in detail.

The development model keeps track of the development structure of the
specification. It supports isolation of specification components, their elaboration, and
the merging of divergent specifications. The development model is based on a new

(and speculative) paradigm for development, PES, which is described in chapter II.

The specification model contains general knowledge of syntactic ‘‘well-

formedness” of specifications. Much of the well-formedness knowledge is based on a
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Figure 1. The KBPES Model.




general model of control and data flow. Domain specific knowledge specifies the syntax
and semantics of the particular specification language being used. The syntax and

semantics are used to determine language specific conflicts during a merge.
4, Overview

Requirements compilation facilitates the discovery and specification of goal and
policy interactions. As the discovery of goal and policy conflicts and the specification
of their resolution are the most difficult parts of the specification process, this thesis
formalizes specification design as a requirements compilation process in order to sup-

port goal and policy reformulation.

Chapter II describes how the model of specification development, Parallel Ela-
boration of Specifications (PES), is similar, but distinct from other. models of
specification development. Chapter III presents a knowledge-based form of this model
in detail, i.e., the development and specification knowledge models are described.
Chapter IV illustrates the use of KBPES in the design of a simple specification.
Related work and conclusions are discussed in chapters V and VI respectively.
Appendices A and B describe the transformational operators used to develop the
specification of chapter IV. Appendix C summarizes the original specification develop-

ment on which the example of chapter IV is based.



CHAPTER 1I

FOUR MODELS OF DEVELOPMENT

This chapter explores four related models of development. Three of the models,
step-wise refinement|34| , functional development{41] , and correctness preserving
transformations (CPT)[16] are well established. The fourth model, parallel elabora-
tion of specifications (PES) [17] is described as a model which subsumes the other

three and is appropriate for investigation of a model of specification design; it is more

speculative.

Figure 2 depicts these four models and their subsumption relations with the use

of a Venn diagram with two discrete axes. As will be explained in greater detail in this

\ Saguential Paraiiel
. 3 L Functional )
Funciongl k Z1ep-wise decormposition |
LY o 1
~. 3 P,
Structural EPT I -
‘ "\ JJ F'E:“
e 7

Figure 2. Four Models of Development.



chapter, step-wise refinement applies functional refinements sequentially to develop a
specification. Function decomposition applies functional refinements in parallel to
develop specifications. CPTs apply refinements sequentially, some of which may be
functionally preserving. However, other refinements may alter the functionality of
subcomponents, yet maintain the global meaning of the specification. This second
group of refinements are referred to as structural refinements {cf. (5] ). Finally, the
PES model is introduced as a model which subsumes the other three. It is essentially a
CPT model where refinements can be applied in parallel and also change the global

meaning of the specification.

This presentation now commences with a discussion of the four models of

development, followed by a summary of the salient development issues.

1. Sten-wise Ref + and Functional D it

Figure 3 illustrates the use of step-wise refinement and then functional decompo-
sition to develop a patient monitoring system. In the first bubble of the figure, four
components of the system are shown with their abstract dataflow relations. This
diagram depicts multiple patients (P+) passing values to a single device (D) which
then passes values to a single monitor {M) which communicates with a single nurses’

station (N).

This patient monitoring example will be carried on throughout this thesis to pro-
vide illustrations and serve as the example specification to be developed in chapter IV.
The monitor is the component to be implemented to react to its environment contain-
ing patients, devices, and a nurses’ station, among other things. The basic task of the
monitor is to notify the nurses’ station when a patient becomes unsafe, where safeness

is specified by the nurses’ station.

The second bubble of figure 3 illustrates how the monitor can be functionally
refined by the internal description of two subcomponents, a cache and a processor.

The cache serves to accumulate values received from the device until all patient values



N Dataila

N

{ terge of all componsnts

Figure 3. Step-wise Functional Development

have been accumulated. Then, the processor will do computations to determine

whether the nurses’ station should be notified.

The remaining bubbles of the figure illustrate how each of the components of the
system can be further functionally refined in isolation and then merged into a single

document. This is called functional decomposition.
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Functional decomposition is just step-wise refinement where multiple refinements
are allowed to be done in parallel. This model of development derives its benefits pri-
marily from (1) verification, (2) multiple designers, and (3) a trivial merge scheme.
Since refinements are restricted to be functionally preserving, verification is consider-
ably simplified. Given any level of the specification, the immediate lower level can be
verified as correctly implementing its functionality(31,37). Also, due to the sole use of
functional refinements, interfaces are fixed and thus allow multiple components to be
refined simultaneously in isolation of one another. Moreover, bringing these com-
ponents back together, merging them into a single document, is trivial; simply consoli-

date the components into a single document.

At this point the concept of a merge may seem foreign or spurious. But, once
the restriction on functionality preserving refinements is lifted, it will become all too

apparent.

e : p ine Transf i

Figure 4 shows a similar refinement to that of figure 2. The first bubble of the
figure is the same as figure 2. But, the second bubble illustrates the introduction of
the cache into the device instead of the monitor. Patient values are accumulated in
the device and when all patient values have been collected they are all passed to the

monitor at once.

This type of refinement is not functional but it is correctness preserving, i.e., a
Correctness Preserving Transformation (CPT). Correctness preserving transforma-

tions maintain the global meaning or functionality of the specification, but not neces-

sarily the local meaning.! Functional refinement is a subclass of CPT.

n this case, even the form of the input into the component to be implemented
(the monitor) was changed. However, the meaning it carries remains constant. CPTs
may alter the functionality of a specification, but maintain its meaning.
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The primary benefit of CPTs is that they can modify the functionality of multi-
ple components of a specification while maintaining its correctness. For example,
CPTs can change interfaces while functional refinements cannot. Verification of

refinements is still possible with CPTs, but it is more problematic since it can be quite

Figure 4. Correctness Preserving Transformations.



difficult to prove a transformation is correctness preserving.

CPTs are usually done sequentially. Hence, the specification is always

represented as a single document and does not require a merge capability.” However,

control in general does become in issue.

Using CPTs, refinements can be applied in many more places than that allowed
using functional refinements. CPTs can be applied to components, interfaces between
components (two components), and any combination of multiple components. Con-
versely, lunctional refinements can only be applied to single components. While it is
also true functional refinement must determine where refinements are to be made and

what they should do, it is considerably more acute using CPTs.

Intimately tied to where refinements are made is what they should do.
Refinements compile requirement goals and policies into the specification. For exam-
ple, moving the cache into the device as illustrated above was done to satisfy the goal
of having the specification accurately reflect the actual devices that the monitor must
interface with. Control of refinements must (1) determine which goal is to be compiled
into the specification, (2) where the specification should be altered, and (3) which of

many possible refinements should be applied.

3. Parallel Elahoration of Specificati

The proceeding two sections described three established development models,
step-wise refinement, functional decomposition, and correctness preserving transforma-
tions, with respect to several issues that are important in all development models: (1)
verification, (2) parallel refinements (multiple analysts), (3) merge strategies, and (4)
control issues. This section continues this discussion with the introduction of a newer _

development model called, Parallel Elaboration of Specifications (PES)[17].

ICPTs applied in parallel, despite their correctness preserving nature, would re-
quire a complex merge scheme. Note that parallel CPTs could refine subcomponents
which would not interface. Also, see the next section.
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The primary features of PES is that it supports parallel refinements (multiple
analysts) and modification of the meaning of the specification (noncorrectness preserv-
ing transformations). It is this second aspect, noncorrectness preserving, that requires
us to call such transformations reformulations rather than refinements, as refinements

imply functionality preserving developement. Figure 5 illustrates its use.

Figure 5 illustrates how the last bubble of figure 3 can have two reformulations
applied in parallel to introduce device failure and patient factors. Neither of these
reformulations are correctness preserving because they alter the functionality of the

monitor, the component to be implemented.

Note that either one of these “reformulations” may actually involve the applica-
tion of a sequence of reformulations for their achievement. So henceforth, the term
elaboration will be used to mean the satisfaction of a requirement goal or policy by
the application of a sequence of reformulations. Elaboration is the method of goal

compilation. A reformulation is the application of a single transformation.

The second bubble of figure 4 illustrates the introduction of device failure. When
a device fails the nurses’ station must be notified. But, previously the nurses’ station
was notified when a patient was perceived as unsafe. The introduction of device
failure requires the modification of two interfaces: device to monitor, and monitor to
nurse station. In the second bubble the notify data arc distinguishes between device

failure and patient illness.

The third bubble of figure 4 illustrates the introduction of patient factors; a set
of values such as blood pressure, temperature, and pulse which represent the reformu-
lation of the abstract value patients were modeled with previously. Introducing multi-
ple values necessitates that the device read and accumulate multiple values for each
patient and then pass them on to the monitor. Also, the notion of safeness, as defined
by the nurses’ station, must be reformulated to specify safeness for each patient fac-

tor.



14

ur NnufutP)

P f-\
el =3 " )
5
UryP.F)
N
.
f\

~
@ O }

NatiTy {P F)

.

Figure 5. Parallel Elaboration of Specifications.

The device failure and patient factor elaborations both modify the meaning of
the specification. Noncorrectness preserving changes are the result of compiling a goal
or policy, which is not fully represented in the specification. Goals and policies may

not be fully represented in a specification because (1) the design process has not
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progressed to the point where they can be elaborated, or (2) introduction of other

goals and policies (requirements modifications) necessitate further elaboration.

PES does facilitate multiple component modification (parallel elaborations) and
meaning changes of the specification. But in so doing, it introduces complexity into
verification and merging. Given a semanticly rich model of PES, this research aims to

automate aspects of verification and merging, and support the directed control of ela-

borations.

For example, after the analysts introduces the failed arc between the device and
the monitor in figure 4, the system will suggest to the analyst that the notification arc
distinguish between device failure and patient illness. Similarly, when the analysts
introduces patient factors it will be suggested that the safe relation should be refor-
mulated to handle patient factors. This is a limited form of validation in which the
analyst is asked to confirm each of his design actions. The system derives these

queries from domain models as will be discussed in the next chapter.

The fourth bubble of figure 4, represents the merge of two divergent
specifications. The merge must integrate the two compiled goals: that of properly

representing and dealing with device failure, and that of properly representing and

dealing with patient factors.

At the level of goal descriptions, it is difficult to recognize these two goals as
interacting. But, in fact, they interact in such a way that a domain decision must be

used to integrate them into a merged specification.

The analyst must determine whether the device should report failure after all
patient factors are read, or after the first sign of device failure. If the later choice is
made, then notify should distinguish which lactor the device was reading when it
failed. Figure 4 depicts the former choice; the device reports failure after ail the fac-

tors of a patient have been read.
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4, Summary of Isaues

PES is the model of development which the knowledge-based model of
specification design of chapter III is based. It was chosen for two reasons. First, the
other models of development presented in this chapter can be simulated by constrain-
ing PES. Second, by being a less constrained model, PES provides the opportunity to
explicitly examine important issues in specification design. These issues are addressed

in the next two paragraphs.

Step-wise refinement is simply l'unc.tional decomposition where the refinements
are constrained to be sequentially applied. CPT can be constrained to just alter single
components, and thus simulate step-wise refinement. If CPT were allowed to carry
out refinements in parallel, it would be a constrained version of PES where the mean-
ing of the specification could not be modified. Yet, parallel CPTs wanld require a com-
plex merge scheme if refinements altered interfaces incompatibly along parallel lines.
Constraining the parallel CPT model to refine single components results in the func-
tional decomposition model. PES can be considered a parallel CPT model! which also
allows changes in the meaning of the specification. As such, by constraining PES

properly, it can simulate any of the other three models of development.

Two of the difficulties of PES are: validation of reformulations and merging of
specifications which were developed in parallel. Yet, the unconstrained nature of PES
allows one to explore these issues and to provide automated support for their use.
Below is a2 summary of the salient issues.

e Confirmation
It should be assured that each group of actions® results in moving the current

state of the specification closer to its final acceptable state.! In terms of the PES

_3By action, I refer to any operation available to the analyst within the
specification design environment.

*Actions should be allowed to move away from local minima, cf. [18].
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model, the results of each action should be in support of the compilation of some
goal or policy of the requirements or the integration of the same. This is an
instance of the frame problem. After any action one must determine which
specification constraints are consistent and which have been invalidated by an

action (cf. chapter III).

¢ Elaboration Strategy
An elaboration strategy must: (1) determine which goal is to be compiled into
the specification, (2) where the specification should be altered, (3) which of many
possible reformulations should be applied, (4) when should a specification be split
and modified in parallel, (5) how far should these specifications be allowed to

diverge, and (6) when should they be merged back together.

® Merge Strategy
A merge strategy must: (1) determine which specifications are to be merged, (2)
the order in which they are to be combined, (3) notice conflicting specification
components and the goals from which the conflicts stem, and (4) determine how

to resolve the conflicts,

o Reuse
How can analysis carried out on one part of a specification, be reused on a simi-
lar but different part? Also, figure 4 illustrates the merging of specifications that
were developed in parallel from the same initial specification. Can one also merge

in disparate specifications, i.e., ones developed from distinct roots?

¢ Multiple Analysts
PES supports parallel elaborations, hence, sets of elaborations can be carried out
by separate processors. If multiple analysts are allowed, the elaboration strategy
must deal with issues such as: (1) who can modify the requirements (since this is
global) and to what degree?, and (2} who makes the decisions of when to split off

or merge specifications.
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The rest of this thesis explores these issues in detail.

5. Why Parallel

At this point one may rightfully question the need for parallel elaborations,
based on the inherent difficulties in merging. However, initial exploration of the
merge problem suggests fruitful research will result. Moreover, arguments against
parallel elaboration can be seen as arguments against the linearity assumption in plan-

ning. Here are the basic arguments [or parallel elaboration:

e Multiple Analysts
A group of analysts can apply reformulations at the same time. Difficulties are
introduced if they are allowed to modify the meaning (global requirements) at
the same time.

e Reduced Cognitive Demands
Components can be designed in isolation of locally irrelevant parts of the
specification. Hence, parallel elaboration is a form of abstraction.

e Reusability by Design
By designing components in isolation, the designer is not as likely to include
unnecessary assumptions which limit the reusability of the design.

¢ Goal Conflict Detection Unnecessary
The linearity assumption assumes goals are independent. So, one need not

attempt to detect conflicting goals. Instead, goal conflicts are determined by

conflicts in their compiled behaviors.

The most powerful argument against parallel elaborations is that many resources
can be wasted on creating a specification aspect that has diverged too far to be
integrated. This can occur with a poor elaboration strategy. PES is not a panacea for

development, but rather 2 rich speculative paradigm.
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8. Summary

Parallel Elaboration of Specifications (PES), is a model of development that sub-
sumes step-wise refinement, functional decomposition, and Correctness Preserving
Transformations {CPT). However, as a less constrained model of development, it must
explicitly address the issues of confirmation of action, parallel elaboration, and merg-

ing of divergent specifications.
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CHAPTER HI

KNOWLEDGE-BASED PES

This chapter describes a semanticly rich design model upon which an “intelli-

gent” environment {Oz!) is being created to assist in the development of specifications.
Knowledge-based Parallel Elaboration of Specifications (ICBPES) is the result of

integrating knowledge-based design techniques into the PES development model.

KBPES has three domain models from which it derives its knowledge of
specification construction: the design model, the development model, and the
specification model. The design model is still too speculative to be presented. How-
ever, the specification and development models are described. A briel discussion of

the benefits of “power tools’’ precedes the summary.

L. Sperification Model

In this section, the domain dependent and independent aspects of the KBPES
specification model are presented. This model is discussed prior to the development
model because the development merge operator makes explicit use of the analysis
made available by this model. This specification model serves to (1) define a syntacti-
cally well-formed specification, (2) define reformulation transformations for a

specification language, and (3) recognize confiicting specification constraints.

10z is not fully implemented, but its architecture is based directly upon the
KBPES model described in this chapter and illustrated in figure 1.



1.1. State

A specification in KBPES consists of a set of relations as shown in figure 6.
These relations can be derived from the specification language, and in [act, the analyst

need never see them.

A set of such relations is a specification. It is these sets that the system modifies.
However, the system must also know the semantics of these relations to enable it to
recognize conflicting specifications. Figure 7 illustrates the simple specification of the
semantics for four relations used in the Oz system.’

These relations are often called constraints. For example, the relation

Cardinality(P,natural)

constrains the number of patients (P) to be a natural number. Relations such as these

constrain possible implementations and should not be confused with qualitative con-

Type(P,process) Type(M,process) Type(N,process)
Type PM,uniare Type(MN1,uniarc) Type(MN2uniarc)
Type NM uniare

Connected P.PM, Connected(M,MN1,N)
Connected M,MNQ, Connected N,NM,MZ
ArcValue(PM,Pvalue ArcValue(MN1,Mvaiue)
ArcValue{MN2,Notily ArcValue(NM1,Safe)
Type(Pvalue,relation

TypeﬁMva.lue rela.tlon)
Type{Notily, relation)T ype{Sale,re a.tmn)

Relation Pva.lue P,V U_E),ra.ndom

Relation Mvalue P,VAL )ra.ndom

Relation{ Notify, ( )random

Relation(Safe,boolean

CardmahtySP ,natural Cardinality(M,1) Cardinality(N,1)
Eflects{Mvalue, [Safe{true)lSafe(false)|,nil})

Effects Sa.fe(fa.lse) otify,nil)

Figure 8. A Set of Specification Constraints.

>These and other relations are used, but explicit representation of their semantics
and consequently the automated support of merging has yet to be implemented.
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(Type (symbol x oneof
M{:)roc&is,uniarc,biarc,relation,integer,natural,boolean})
X
(Effects (relation x relation x oneof {relation,nil})
1 xMx M))
(Connecte%process X Arc X process)
x 1 x M)
symetric))
(Ieffect (relation x relation)
Mx
transitzve(E ) & Effect( )
If (Effect(x,y,z ect(y,v,w
Then (Ieffect(x,v}})))

Figure 7. Semantics of Specification Constraints.

straints.® Henceforth, constraints will be used synonymously with the term relations

with regard to the representation of a specification.

Currently, in Oz both static and dynamic constraints are represented. Type,
Connected, and Cardinality are examples of static constraints. Dynamic constraints
constrain behaviors over time. For example, the Effects relation (see figures 6§ and 7)
specifies that when the first relation is true, the second and third must unify. This
kind of rule is used to specify what must be true after an event. Constraints used in
conjunction with symbolic execution determine the internal consistency of the
specification[55).

As noted earlier, the analyst need never deal with constraints explicitly, rather
the pretty print of them can be manipulated. Figure 8 illustrates the pretty print of

an Oz specification. The Diagram and Constraint sections are pretty printed views of

the set of relations which make up a specification.

3Qualitative constraints constrain a variable to range over a value space. In quali-
tative analysis, processifg of a problem solving component continually narrows value
spaces of several such variables until a set of consistent solutions is found.

0z does not currently represent the relations explicitly, hence the pretty print of
them is a manual process, i.e., the analyst formats the Constraints and Diagram sec-
tions.
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Figure 8 also shows the two other parts of an Oz specification. Comments are
contained in an unformated text section and are ignored by the system. The Motiva-
tion section is also currently unformated ignored text. But, it has a more formal

meaning in terms of the IKLBPES model as will be described in the section on goals.

The development structure of a particular specification is depicted as shown in
figure 9. Boxs denote specifications and diamonds denote elaborations. Boxes are
created by the Elaborate operator which simply makes a copy of a specification and
links the two. After which, reformulations are applied to alter the specification. This

set of reformulations, an elaboration, is recorded in the diamond.

1.2. Domain Independent

Domain in this model refers to both the specification language and the problem
domain of the specification. Independent of either of these domains is the syntactic
“well-formedness” model of specifications and the general data and control flow model

on which well-formedness is predicated.

The six following features of a specification, referred to as specification sins,
represent an initial model of specification well-formedness. Meyer{36] , in arguing for
formal descriptions, discusses problems that must be dealt with in any specification:
noise, incompleteness, overspecification, inconsistency, ambiguity, and wishful think-
ing. Abstractions in the specification which have no correspondence in the real prob-
lem environment are noise. Incompleteness is the absence in the description of
relevant entities in the problem environment. Features in the specification which do
not deal with the problem, but rather constrain the possible software solutions are
instances of overspecification. Internal specification inconsistency results il two or
more abstractions are incompatible. Finally, wishful thinking describes problem

features which cannot be a realisticly validated part of the solution.

Note that many of these errors have direct analogies in compiler terminology:

unused data (dead variables), and disconnected code (dead processes); missing inputs
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and outputs (parameters); interface mismatches (typing errors). Hence, recognizing
such errors is predicated on analysis of data and control flow as often found in good

compilers[2].
1.3. Domain Dependent

The domain dependent portion of the specification model is concerned with (1)
the syntax and semantics of the specification language and (2) the semantics of refor-
mulations applied to the language. Predicated on the above domain independent flow
model, this partition serves to apply specification transformations and recognize

specification conflicts.

The syntax of a specification language, in this model, is perceived as a way to
view the specification as represented in a relational model. As shown in figures 6 and
7, specifications are represented as a set of relations, where the relations have explicit
semantics. The recognition of specification conflicts is the process of discovering incon-

sistent relations.

Specification operators are transformations which (1) satisfy elaboration subgoals
and (2) have attached procedures to maintain the consistency of the specification. An
elaboration subgoal has the intent of changing a portion of a specification by intro-
ducing a compiled goal’s behavior. But, due to the interdependent nature of the com-
piled goals represented in a specification, such changes may effect a large segment of
the specification. Specification operators rely on the semantics of the relational
representation of specifications and self-knowledge of modification effects to apply
adjustment procedures which insure consistency of the specification after transforma-

tions.

1.4. Analysis

The above analysis is used to insure the internal consistency of the set of rela-

tions that represent a specification. Insuring that specification transformation opera-
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tors do indeed correctly compile goals and policies is one (difficult) way to insure the
specification represents the desired behaviors. Other analysis techniques which
attempt to elucidate the behaviors represented in a specification are: symbolic execu-
tion, rapid prototyping, and usage scenarios. The knowledge to carry out the first two
of these would be represented in this specification model. A usage scenario is a form of
symbolic execution in which a set of useful problem specific test cases are evaluated.
These test cases would be attached to domain dependent goals and policies in the

design model if they were represented in KBPES.

2. Development Maodel

The development model has three major tasks: (1) manage the development

structure, (2) merge specifications, and (3) resolve conflicts.
2.1. Manage Development Structure

A beliel maintenance system® manges the development lattice. All specification
relations are stored in a global database. Each node of the development structure

represents a complete specification and a view of this global database.

Attached to each .relation is the set ol worlds in which it is valid. Also attached
are the goals and policies from which it was derived. Goals, policies, and reformula-
tion operators justify the existence of relations. Upon the realization that goals or pol-
icies need to be modified, the justifications can be used to determine which relations in

each node of the lattice will be effected.

Justifications also allow default assumptions to be retracted eficiently. Such
assumptions can be created by the analyst or the automated assistant during design.

Many of the suggestions generated by Oz in the next chapter depend on such default

SThis analysis is based on the intended use (not implemented) of ATMS[11] , but
other such systems could be used.



assumptions.

2.2. Merge

Specifications are merged by merging their views (worlds), at which time
corresponding concepts and conflicts must be noted. Assuming that distinct names
reference distinct concepts and common names reference common concepts (i.e., in
divergent specifications), correspondence of concepts is a simple lexical operation.
However, such an assumption places stringent demands on KBPES model and reduces
the applicability of it to a multiple analyst environment.® On the other hand relaxing
this assumption requires a general concept recognition capability if correspondences

are to be recognized automatically. Recognition could be made a manual process, how-

ever, this can be an enormous task for the merge of disparate specifications.’

Once correspondences are found and noted, the specification model determines if
there are any constraint conflicts. These are then passed to the development model

where they are recorded and asserted into the beliel system.

2.3. Conflict Resolution

Automation of conflict resolution is predicated on (1) the development structure,
(2) reformulation operators, and (3) the aggregation assumption. For example, refer-
ring back to figure 4, the merge resulted in conflicting assertions about the source of
values being examined by the device (D). In one line of elaboration, a process (PF) was
spliced into the dataflow between the patient (P) and the device. The other line of ela-
boration did not modify this dataflow, but rather the dataflow from the device to the

monitor. Using the aggregation assumption, that the merge of specifications is

®However, the system could alert the analyst of other uses of a name every time
he creates one. But, this would likely be a long list.

"0z currently employs a manual scheme.
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intended to represent an aggregation of behaviors,® and the knowledge that splicing is
a reformulation of a dataflow, the conflict is resolved by the removal of the constraint

specifying the source of devices read as the patient.

3. Power Togls

Programmer’s have recognized the power of interactive programming environ-
ments and have applied contemporary hardware technology in their creation. Sheil
graphicly illustrates the need and use of these environments[43]. Program browsers
depict the calling dependencies between subprograms. Sophisticated debuggers show
various views of the run-time environment previous to the detection of an error, facili-
tate its fixing, and then allow continuation of processing. Sophisticated editors such as
Teitelman’s Programmer’s Assistant[50] , use structured commands to view and
modify programs. All of such tools use bit-mapped graphics to increase the band-

width of information flow between the analyst and the tools.

Much of the example presented in chapter IV is motivated by my envisionment
of more complex knowledge based tools such as PegaSys [37] and the programmer’s
apprentice[52] for specification design. But, before such a tool can be constructed, a
formal model of design must be set forth. Only then can one construct power tools
which understand the semantics of the model. This chapter represents my initial

effort in this regard.

4, Summary

KBPES is a semanticly rich model of specification development which incor-
porates issues of knowledge-based design into its supportive design, development, and
specification domain models. Next, the use of KBPES is illustrated via the develop-
ment of the patient monitoring system. This example was constructed using the Oz

environment which only partially implements the utility of the KBPES model.

8Additions or deletions of behaviors can be done prior to, or after a merge.
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CHAPTER IV

CASE STUDY: A PATIENT MONITORING SYSTEM

This chapter illustrates the use of the KBPES model. The Oz environment,
which partially implements KBPES, is used to develop the patient monitoring exam-

ple referred to earlier.

Currently, the Oz implementation only keeps track of the development structure
and applies simple specification operators. The consistency maintaining procedures
associated with the specification operators are being developed. Their application has
not been automated, but the few rules used in the development of the patient moni-

toring example of this chapter are shown in appendix A.

Similarly, the development model merge operator has not been automated.
Instead, the rules of appendix B were manually applied. Appendix B also contains a

description of the simple binary merge strategy used.

With the above caveats concerning the implementation status, the patient moni-
toring example is shown with the perspective that the system is actually applying
rules of appendices A and B rather than reality of manual application by the analyst.
It is shown this way in the hopes that it will be simpler for the reader to understand

the intended demarcation of tasks between the system and the analyst.

The intent of this chapter is to show that automation of KBPES is [easible, even
though it has not been completed. The existence of Oz demonstrates that aspects of
KBPES can be automated and provide for a useful specification environment. How-

ever, future research goals do include the development of a robust merge operator.

The next section provides an introduction of the patient monitoring system to be
specified. The following three sections describe Oz, its simple specification language,

and the specification operator hierarchy. Section 5 summarizes the requisite [(BPES
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terminology of chapter IIl. Sections 6 and 7 are the heart of the example, first showing
simple elaborations of the specification and then the merges of divergent specifications.

Possible continuations and a summary are presented in sections 8 and 9, respectively.
1. Introduction

In (17) , Feather applied PES to a Patient Monitoring System which has also
been used by other researchers in specification[46, 56]. In fact, Feather’s transforma-

tional model of design inspired this part of our research.

The [ollowing case study is a recreation of Feather’s development using the Oz
specification system. (Feather’s corresponding GIST specifications appears in appendix
C.) His development does not complete the specification, and correspondingly, the Oz
development does not result in a finished specification. This study was done to pro-
mote comparision and facilitate understanding of the KBPES model and is not meant

to suggest an optimal development or specification.

Feather used the statement of specification appearing in [46] as his problem

statement. It is reproduced here:

A patient-monitoring program is required for a hospital. Each patient is
monitored by an analog device which measures factors such as pulse, tem-
perature, blood pressure, and skin resistance. The program reads these
factors on a periodic basis (specified for each patient) and stores these lac-
tors in a data base. For each patient, sale ranges for each factor are
specified (e.g., patients X’s valid temperature range is 98 to 99.5 degrees
Fahrenhexf?. If a factor falls outside of a patient’s safe range, or if an ana-
log device fails, the nurse’s station is notified. [46]

Feather’s specification was developed from a simple initial stage and elaborated!
via transformational operators toward a more complete specification. The develop-

ment of this specification by Oz will correspond to Feather’s. The discussion will be

concerned with the dimensions of name, motivation, transformational operators, and

1By elaboration, I mean an ordered set of transformations motivated by a require-
ments goal or policy.



software design knowledge:

(1) Name
For reference, each elaboration is named.

(2) Motivation
Each elaboration is justified in terms of domain needs according to the problem
statement.

(3) Operator
The use of each transformational operator(s) and the support it provides at each
elaboration is described.

(4) Knowledge
The software design knowledge needed by each operator to provide the support
described will be discussed. However, as much of the knowledge is repeatedly

used, it will only be described once, after which it will simply be relerenced.

Feather also briefly characterized transformations in terms of domain indepen-
dent modifications as described by Goldman|26] (e.g., structural, behavioral, temporal

changes). This is an area which I am also pursuing, but is not discussed here.

Also, Feather described continuations which may be necessary to completely
cover the problem description, but which were not further described. These are men-

tioned at the end of the example, see § Continuations.

2.0z

Oz is a specification design tool which embodies the KBPES model. It is an
interactive and graphical system. Figure 10 shows the display during a session. Its

operation is roughly modeled after the ZMACS editor on the Symbolics Lisp
Machine([53].

The large pane in the center can be divided into any number of graphic and text

windows. Graphic windows display the Diagram part of a specification and text win-
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dows display Comments, Constraints, and Motivations.

The pane at the bottom is used for limited forms of I/O. To its right, at the
bottom, a pane displays windows which may not be currently visible; clicking on these

mouse sensitive text items causes their windows to be displayed.

The Screen Layout command allows the analyst to completely specify the layout
of specification windows within the central pane. The Agenda pane simply allows the
user to postpone commands; clicking on these items causes the command to be exe-

cuted. The uppermost right pane provides various views of the development structure.

3. Oz Language

The “language” used to illustrate my analysis of the patient monitoring system
is a subset of GIST{33] chosen to highlight features that are used by the specification
model, e.g., control and data flow relations. Familiarity with either language is not
expected, as relevant details of both will be discussed. However, most of the discus-
sion will be centered around the Oz specifications, so here I clarily the basics of the

model.

An Oz specification consists of four parts: the diagram, the constraints, the com-
ments, and the motivation. The diagram section is a graphical depiction of the agents
(circles), objects (boxes), and dataflow relations {arcs) of a GIST specification; essen-
tially a dataflow diagram. The constraints section specifies constraints on the graphi-
cal entities. There are four sorts of constraints and they are displayed in the order of:
static, type, assertion, and assertion effect. Throughout the example, new and
modified constraints are shown at the bottom. The four sorts of constraints are

defined as follows:

¢ Static Constraints
Static constraints describe nonchanging characteristics of entities across time.

For example, to say that there is only one Monitor we can use the static con-
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straint, M} = 1.2

e Typing Constraints
Types are like static constraints in that they describe relations that are constant

across time, but they are definitional (i.e., type defining). Some examples are:?

VALUE | type;
[PVALUE rrela.tion(P,VALUE) | random];

o Assertion Constraints
An assertion constraint is of the form <LHS> — <RHS>, where the LHS and
RHS are relations. Whenever the LHS relation is asserted the RHS relation must
also be asserted without resulting in inconsistency. In the following, MPVALUE

results in either SAFE being true or SAFE being false, nondeterministicly.

MPVALUE — [SAFE(true) | SAFE(false)];
SAFE(false) — NOTIFY(P);

Such a relation can be considered an abstraction of both control and dataflow
relations. For example, the arrow (~—) says that somehow, if SAFE(false) is

asserted then NOTIFY(P) must happen (i.e., be asserted).

¢ Indirect Assertion Effect
Indirect assertion effects summarize chains of assertion effects; they show the
implicit flow of effect relations in the specification. Indirect effects are determined

solely by the system via propagated control and dataflow relations.! An example

(used later) is:
(PVALUE, DVALUE, MPVALUE)} —— NOTIFY;
This constraint is a summation of four constraints, each of which directly deter-

mine the next, thus forming a chain, i.e.,:

’This particular problem constraint is not part of the corresponding GIST
specification, but it and several others were added to clarify the example.

3n Oz one uses brackets (C[P to enclose relations rather than the braces ({}) of
GIST because braces are reserved for set notation.

*This part of the system has not been implemented yet,



36

PVALUE — DVALUE;

DVALUE — MPVALUE;

MPVALUE — SomeValue;

SomeValue — NOTIFY;
The value that actually determines NOTIFY (SomeValue), is not listed as an
indirect assertion effect, but instead is a direct assertional effect, (i.e., SomeValue

— NOTIFY;).

Constraints are defined in the constraint section, which is a ZMACS text win-
dow. My intent is to specify most constraints graphically. Those constraints not suit-
able for graphical notation will be modified by specialized operators in a way similar
to that of a structured editor[49]. But for now, the constraint window is simply a

text editor; the system relies on the user to form syntacticly correct statements.

The comments and motivation sections are also simply textual annotations. The

Motivation section was described in more detail in chapter III.

 Specification Operator Archi

Specifications are a set of relations. When a relation is modified, one must deter-
mine which other relations are effected. Given 2 simple language, one can completely
enumerate the types of modification operators and their effects to other parts of a

specification (cf. [5] ).

Figure 11 illustrates the modification of a complex specification. When part of a
specification is modified, one does not wish to completely search through all the possi-
ble constraint interactions. Rather, each operator should know which constraints were

likely to be violated, then the search for conflicts can be directed.

Figure 12 shows the hierarchy of specification operators used in the patient mon-
ltoring system. It is a composition hierarchy: each operator is composed of the opera-
tors below it in the hierarchy. Consequently, when an operator is applied, it must exe-
cute operators and rules below it in the hierarchy. By attaching these meaning

maintenance rules to operators in the hierarchy, one need not check all relational
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interactions [or possible conflicts.

As described in chapter III, these rules attached to the specification operators
serve to maintain consistency of the specification after the application of an operation.
They are based on a general control and data flow model and may be specialized by

the problem domain.

The set of operators and associated rules of figure 5 is sufficient to handle
Feather’s example, but it seems clear that it is only a small subset of a robust set.
Moreover, 1 offer no cognitive justification for these operators. In fact, such
justification may not be applicable since the analyst will eventually apply the goal
intergration operators of the design model. Those operators will then map to these

specification modification operators.
5. KBPES Terminology

Before commencing with the example, I would like to make a clear definition of

each of the following terms: elaboration, transformation, operator, and adjustment.
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An elaboration is an abstract operator which directs modification of part of a
specification in order to compile some goal or policy into it. A transformation is the
way one modifies specifications in KBPES. Transformations may consist of several
specification operators. Specification operators are alter the specification. After the
application of an operator, an adjustment may be necessary to ensure the quality of

the specification with regard to constraint conflicts and specification sins (cf. chapter

III).

8. Simnle Flaborati

In this section, each of the GIST elaborations found in[17] (summarized in
appendix C) are presented as an Oz elaboration and discussed. Figure 13 shows the

initial Oz specification. It represents the three major agents of the system:

Patients (denoted as an oval, labeled P)

There may be several patients, each of which has a value which is a erude meas-

ure of health,

The Monitor (denoted as an oval, labeled M)
There will be one monitor in the final implementation. This is the component
which is to be implemented. The monitor watches the patient's values and

notifies the nurses station if a value becomes unsafe.

The Nurses Station (denoted as an oval, labeled N)
The single nurses station defines what are the unsafe values for each patient and

receives warnings from the monitor,

The initial specification is a simple abstraction of the system’s intended behavior.
Some of the complex details that have been ignored are: devices, patient factors, and
periodic monitoring. We will explore each of these as the development proceeds. In

particular, the six basic elaborations which will follow (in order) are:

(1} A device will be spliced into the dataflow between the patient and the monitor.

This will retract the simplification of having the monitor directly read patient
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values by using an intermediate device.

(2) Devices may fail, and when they do, the patient values they pass to the moni-
tor will no longer be valid. When a device fails, the nurse’s station will be

warned. This elaboration must sequentially follow the introduction of devices.

(3) A patient’s value actually consists of a set of factors, each of which must be
verified as safe or result in a warning to the nurse’s station. Here, value is

decomposed into its constituent factors.

(4) The continuous process of the Monitor is made periodic by the introduction of

a clock.

(5) Safety will depend on the patient and the patient’s value, rather than just a

value.

(6) Storing of patient values, at this point, has been left out. Adding it illustrates

how transformations can be used to maintain the specification.

In the next six subsections, each of the six elaborations will be described in terms
of: (1) elaboration name, (2) elaboration motivation, (3) operator(s) used to carry out
the elaboration, and (4) specification model knowledge used in adjustments after a
specification operator application. The elaborations will: (1) add devices, (2) add dev-
ice failure, (3) add patient factors (e.g., pulse, blood pressure), (4) introduce a clock,

(5) make salety depend on a patient, and (6) store patient values in a database.

Figure 14 illustrates an overview of these elaborations. It shows the Oz depiction
of the development structure. Boxes represent specifications and diamonds represent

the operators used to elaborate a specification.

6.1. Elaboration 1: Introducing Devices

Our initial view of a monitor is too simple: a monitor cannot directly read
patient values, but instead it must read values gathered by intermediate devices. Such

devices continually observe the patients’ values and display it unchanged to the moni-
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tor. Hence, we will have to forego our simple view and add devices. Figure 15 shows
the results of adding devices to the initial specification. The elaboration is one of splic-
ing in a new agent (device) between the patient and monitor; the device passes on the
PVALUE unchanged as DVALUE. The monitor is modified to use the DVALUE to
pass as MPVALUE to SAFE rather than PVALUE. Changes are listed at the bottom

of the constraint section.
(1) Name: Devices.

(2) Motivation: The dataflow between the Patient and the Monitor is overly

simplistic; this elaboration refines the model of the Monitor-Patient interaction.

(3) Operator: The SIP (Splice In Process) operator was used to transform the ini-
tial specification to that shown in figure 15. SIP splices a process into a dataflow and
then queries the analyst about the eflect of this splice to the resulting specification.
For example, after determining the name of the process (D) and the outward arc
(DVALUE), SIP attempts to substitute DVALUE for PVALUE through the rest of

the dataflow, so as to maintain the meaning of the specification as much as possible.

Preserving the meaning of the specification may seem at odds with the meaning
changing operators which are allowed in KBPES. However, while most operations are
meant to change just a small part of the specification, they effect a large part. By
showing the analyst what must be done to maintain the meaning of the specification,
he is made aware of the implications of each change made. Oz queries the analyst to

confirm that larger effects are understood.

(4) Knowledge: SIP relies on knowledge of physical devices connected by com-
munication lines, i.e., abstract data and control flow. It does seems possible to general-
ize this notion to any two communicating agents. In this case, SIP proposed preser-

vation constraints to the analyst in the form of the following six queries.
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= P 7
PVALUE — [DVALUE — PVALUE} 7

DVALUE — [MPVALUE = DVALUE]; ?

PVALUE —— MPVALUE; ?

PVALUE, DVALUE) ——+ SAFE; ?

PVALUE, DVALUE, MPVALUE) —— NOTIFY; ?

= U

They can be paraphrased as:

(3)

(4)
(5)

(6)

Does every patient have his own device? Or is there a single device that reads

all patient values as illustrated in the example of chapter II?

Does DVALUE carry the same information as PVALUE? Or does the device

alter the form and content of it?

Does MPVALUE use DVALUE in the same way as PVALUE previously? Or

does the monitor alter MPVALUE in some way?
Does PVALUE indirectly determine MPVALUE? Yes, if 2 and 3 are confirmed.

Does PVALUE determine DVALUE which indirectly determines SAFE? Yes, if

2 and 3 are confirmed.

Does a chain of effect that start with PVALUE, go through DVALUE and
MPVALUE, and indirectly (through SAFE) determine NOTIFY? Yes, if 2 and 3

are confirmed.

In this example, each constraint was confirmed by the analyst.

Operators such as SIP determine which constraints should be added, deleted, or

modified via rules of typicality based on notions of abstract data and control flow.

For instance, the above proposed constraint, [D| = [P| was determined by

Corresponding Processes, the others by Propagate Spliced Relations. Once such con-

straints are determined, operators call Constrain with the suggested constraints.

Constrain allows the analyst to confirm, add, delete, and modify constraints. It can

also be called directly by the analyst. Once more of the specification model is

represented, Constrain will carry out more of the confirmation process auto-

nomously.
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The above proposed constraints were generated by two rules which are part of
the specification model. Corresponding Processes suggests that when a process P is
spliced into a communication flow between two sets of processes, the number of
processes spliced in, |P|, should be equal to the number of process at the source. This
rule, and others listed in the appendix, are specific to the example presented, e.g., SIP
assumes a single direction of flow. It is obvious that such rules can be generalized. For
example, to handle bidirectional flow one could specily that if both source and sink
had the same number of processes, then splice in that number; otherwise, splice in the
greater of the two numbers. Domain specific rules could also be used at this point to
further refine Oz’s notion of the typical number of processes which should be spliced
into the flow based on the types of agents and other relevant problem environment
concerns. | am considering the addition of such knowledge to subsequent versions of

the system.

Propagate Spliced Relations simplity states that any relations existing previous to
a splice across the flow of communication should exist after the splice. This is
arranged by substituting the new spliced in values into the existing relations. In this
case above, originally PVALUE — [MPVALUE = PVALUE]|, but alter the splice
DVALUE — [MPVALUE = DVALUE].

6.2. Elaboration 2: Introducing Device Failure

Devices may fail, and when they do, DVALUE may no longer reflect PVALUE
accurately. Thus, one must introduce the notion of device [ailure into the
specification. This elaboration necessarily follows the introduction of devices (see
figure 14). As described in appendix C, Feather does this elaboration in two steps,
whereas I did it in one as shown in figure 16. This is because, unlike Feather’s deriva-

tion, in Oz the application of an operator and its adjustment are encapsulated into a
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single elaboration.®
(1} Name: Devices_Tail.

(2) Motivation: The modeling of real devices is more precisely modeled as devices

which may possibly [ail.

(3) Operator: The analyst applies AddArc to add failure behavior to the devices
specification. The operator adds the arc, and then it calls Constrain with the follow-

ing proposed modifications to the constraint set:

E'AILED | rela.tmn&l
AILED(...) ALUE [NOTIFY]

(4) Knowledge: Constraint 1 was generated based on the knowledge that all arcs
are represented as a relation. Constraint 2 was generated by the Determine Effect of
Input rule, which assumes that an in going arc determines the value of one of the arcs

in the out going set. The analyst fills in these constraints giving:

Llf‘AILED | relation LSbt:mle:a.n ,VALUE D) | random];
AILED(true, VAL — NOTIFY( )

AddAre, via the Distinguish Output rule, now suggests the constraint:
(3) NOTIFY | relation(P,FAILED); ?
In essence, it notes that before only DVALUE was used to NOTIFY, but now both
DVALUE and FAILED contribute to notification. It suggests that NOTIFY distin-
guish between the two in its output. (An alternative would be to have two outputs

from M, but it has been determined that FAILED — NOTIFY.)

AddArc does not presume any relation between FAILED and DVALUE (other
than they originate at the same source), so the analyst must provide the environmen-
tal constraint

(5) FAILED(true,VALUE,D) — [DVALUE # PVALUE];

This constraint is used to correspond to the GIST specification, even though

SAn elaboration is made immutable and hence can be reused by other
specifications (see § Merge). One need not reuse inconsistent specifications, so Oz incor-
porates the adjustment before encapsulation.
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(5) FAILED(true,VALUE,D) — [DVALUE = random];

is probably more accurate in this case.

6.3. Elaboration 3: Introducing Patient Factors

Next, I return to the initial specification and elaborate it to introduce the compo-
site of patient factors. Note that this is a case of parallel elaboration: instead of
adding a new elaboration to devices_fail in figure 16, the initial specification is decom-
posed into another line of elaboration. Figure 17 shows the development space after

the initial specification has been copied in preparation for modification.

While I could have elaborated the devices_fail specification to account for patient
factors, I returned to the initial specification to begin elaborating so as (1) not to con-
fuse the two modifications, and (2) simplify the factors introduction. This elaboration
is our first case of a diverging specification; the merge section IV.7 discusses the

integration of divergent specifications.
(1) Name: Factors. See figure 18.

(2) Motivation: Patients do not consists of just one value. Rather, each patient’s
safety is determined by the conjunction of several factors: pulse, temperature, blood

pressure, and skin resistance.

(3) Operator: Unpack is a specialized sort of SIP; it splices in a process into a
dataflow in order to refine a data structure by unpackaging it within the specification.
After determining the arc and process names, Unpack calls Constrain with these

proposed constraints:
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PF|= PP} ?

Set |type = {.}; ?

PFVALUE | relation(P,E Set, VALUE)]; ?
VALUE | relation(P,€ Set,VALU % ?

SAFE | relation{(boolean,€ Set, VALUE)]; ?

VALUE — [UPFVALUEE = PVALUE]; ?
PFVALUE — MPVALUE = PFVALUE; ?
MPVALUE —

[SAFE(true,€ Set, VALUE) | SAFE(false,€ Set,VALUE)}; ?
(9) SAFE(false,& Set, VALUE) — NOTIFY(P); ?

10) (PVALUE, PFVALUE)} —— SAFE; ?

11) (PVALUE, PFVALUE, MPVALUE) —+—+ NOTIFY; ?

Q0 =1 O ON o G2 bD =

(4) Knowledge: The first constraint (1) states that each patient process P should
have a corresponding patient factor generator, PF. (Patients are modeled as having an
attached process which generates factors.) Corresponding Processes suggested this con-

straint.

The next two constraints (2,3) suggest that PFVALUE is actually a set of arcs
which correspond to each element of some yet to be specified set. Constraint 2 is an
unnamed set relation which is used in 2, 3, 4, 5, 8, and 9. When I enumerated this set,

I also supplied the name, FACTOR.

Constraints 2, 3, and 6, were suggested by the Determine Composite Set rule.
This rule states that when a process, P, is spliced in to distribute parts of a value in
the source: (1) a set of subcomponents should be named, (constraint 2), (2) this set
should be used as names of the outgoing arcs of P, (constraint 3), and (3) the sum of

these outgoing values is equal to the composite of them in the source, (constraint 6).

The rest of the constraints (4, 5, 7, 8, 9, 10, 11) are just the propagation of 1, 2,

3, and 6 as suggested by Propagate Spliced Relations. In this example, the analyst

confirmed all the constraints.

6.4. Elaboration 4: Introduction of Periodic Monitoring

The next elaboration, that of introducing periodic monitoring, is also done in
parallel with the elaborations of devices and patient values. Figure 19 shows the

development space after the Clock specification has been created in preparation of its



53

modification. The resulting specification is shown in figure 20.
(1) Name: Clock.

(2) Motivation: This elaboration is motivated by the impossibility in this problem
domain of implementing software that reacts instantaneously to changing patient
values. Instead, a monitor that periodicly reads device values will be introduced. The
period may eventually be based on needs of the monitor, individual patients, and flac-
tors. However, this elaboration reads periodic values specific to patients from a data-

base.

(3) Operator: The AddProcess and AddData operators are used in this ela-
boration, during which a small dialogue between the analyst and the system takes
place. First, the analyst uses AddProcess to add the clock process, C, and its arcs,
after which AddProcess suggests that there be a single clock for each monitor, {con-
straint 1 below), and the more tentative constraint that CLOCK_TIME should
somehow be reflected in the Monitor's output (constraint 2 below). These were deter-
mined by the rules Corresponding Processes and Determine Effect of Input respec-
tively.

1) [C| = M| ?
{2; CLOCK_TIME —— [MPVALUE |CLOCILTINIE ~=— NOTIFY]; ?

Both are confirmed, but the second constraint is not specific enough. The analyst
uses AddData to create a database for patient values, DB, and its arcs. Similarly, the
system notes that START_TIME and PERIOD should be reflected in M’s output, and
warns that there is no in comming arc which is being used as input to generate the
outgoing arcs.

3) IDB|= M|, ?

4) START_TIME —— VALUE | NOTIFY]; ?
5} PERIOD —— [MPVALUE | NOTIFY]; ?

6) Warning: {} — START_TIME.

7) Warning: {} — PERIOD.

The analyst ignores these warnings (6 and 7), as their resolution is not part of this
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example.®

Now, the analyst is prepared to describe the specific relation between
CLOCK_TIME, START_TIME, PERIOD, and M’s outputs. Recall that the analyst is
presented with the above constraints via the Constrain operator. In this case, the
analyst specifies that when the clock time is at the end of a patient’s period,

MPVALUE should be updated. But, rather than call it MPVALUE, the analyst uses

Rename’ to rename MPVALUE to be LAST_VALUE_READ, (constraint 11 below).
8 CLOCK_TIME | relation(integer)|;
START_TIME | relation mteger)
PERIOD | relation(P,integer)|;
ST_VALUE_READ was
1"’ LAST_VALUE_READ ]rela.tlon P VALUE
PVALUE, CLOCK_TIME(t) = S ART_T

(an mt-eger * PERIOD( PL)E}.
— [LAST_VALUE_READ(P,v}) = PVALUE(P,v)|

Constraints 8-10 are type constraints. Constraint 11 is an annotation linking the
previous specification to the current one. In the current specification all occurrences of
MPVALUE have been renamed LAST_VALUE_READ. Constraint 11 makes a note of
this to: (1) facilitate the analyst’s understanding, and (2) provide the explicit renam-
ing relationship which is to be used during the merge of divergent specifications. Con-
straint 12 is the substitution of LAST_VALUE_READ into the type constraint for
MPVALUE.

The analyst makes explicit the relationship between the CLOCK_TIME,
START_TIME, PVALUE, and LAST_VALUE_READ in constraint 13. It states the
LAST_VALUE_READ should be updated when the CLOCK_TIME is the correct
multiple of the START_TIME as specified by PERIOD.

®During the creation of the initial specification, Oz also gave the warning, Warn-
ing: {} — PVALUE, which was ignored. The Effector of Output rule is the originator
of such warnings.

"Rename is currently the only structured command that is part of the constraint
section editor. Otherwise, constraints are modified in a ZMACS buffer.
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(4) KCnowledge: After the system parses the constraints, it suggests:
14) LAST_VALUE_READ — [SAFE(true) | SAFE fa.lse%]- ?
15) (PVALUE, {CLOCK_TIME, START_TIME, PERIOD})
=+ LAST_VALUE_READ; ?
(16) (PVALUE, {CLOCK_TIME, START_TIME, PERIODY},
LAST_VALUE_READ} ——+ NOTIFY; ?
(17) (PVALUE, %CLOCILT , START_TIME, PERIOD})
——+ SAFE; ?
(18) Removed: PVALUE — [MPVALUE = PVALUE];
by confirmation of (13).
Constraint 14 is the result of substituting LAST_VALUE_READ into the same rela-
tion involving MPVALUE. 1t is further confirmed by the analysis of constraint 13; it
is determined that LAST_VALUE_READ is a processed form of PVALUE, and thus
should directly effect SAFE, explained below. Given that 14 is confirmed, 15, 16, and
17 are just propagations of eflects. Constraint 18 shows the removal of a previous

constraint due to its subsumption by 13.2

Constraint 14 was suggested by substitution of MPVALUE by
LAST_VALUE_READ and further confirmed by a complex rule dealing with the
splicing of processed data into data flow. The rule Use Processed Data suggests that if
an agent produces a newly modified and/or subset form of a value (e.g.,
LAST_VALUE_READ is a subset form of what MPVALUE contained) which was
previously used by an effector relation (SAFE), then the processed form
(LAST_VALUE_READ) should be substituted in the previous relation (e.g.,
LAST_VALUE_READ — SAFE). More concretely, the example substituted into the

rule yields:

8Removals due to substitution are not shown.
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Use Processed Data (paraphrased):
IF **old relation. .
MPVALUE — [SAFE(true) | SAFE(false)|;
**old effect relation.
PVALUE — MPVALUE;
**modified form.
{PVALUE, CLOCILTIME&I; = START _TIME(P,t)
(an integer) * PERIOD(P,?)}
= [LAST_VALUE_READ(P,v) = PVALUE(P v)];

**new effect relation.
(PVALUE, {CLOCK_TIME, START_TIME, PERIOD})
— LAST_VALUE_READ;
THEN LAST_VALUE_READ — [SAFE(true) | SAFE(false));
Part of the rule also contains the constraint that the modified form
(LAST_VALUE_READ) and the original form (MPVALUE) used must be determined
by the same effector (PVALUE). This makes certain that the new value is indeed a

modified or subset value of the original.

6.5. Elaboration 5: Link Safety to Patients

At this point, we are ready for the last of the four parallel elaborations. In the
initial specification, the salety of a patient is determined solely by a patient’s value,
without regard to which patient that value is from (i.e., MPVALUE — SAFE(true) |
SAFE(false)]). It needs to be modified to take into account which patient the value
comes from (i.e., [[MPVALUE, P} — SAFE(true) | SAFE(false)|). Figure 21 shows

the resulting specification after the elaboration.

(1) Name: Safety.

(2) Motivation: Diflerent patients may have different levels of SAFEty depending

on such things as their age, gender, etc.

(3) Operator: In this case, neither agents, data, nor arcs are modified. Instead,
the constraints are modified directly by the analyst via the Constrain operator. After
the analyst adds

{MPVALUE,P} — [SAFE(true} | SAFE(false)];

the system resolves a constraint subsumption by removing
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Removing: MPVALUE — [SAFE(true) | SAFE(false)];
and then adds the indirect effect:
(PVALUE, {MPVALUE, P}) —— NOTIFY(P);

(4) Knowledge: No new knowledge is needed here; just control and data flow

knowledge.

6.8. Elaboration 8: Add Overlooked Storage of Factors

Finally, note that the specification fails to “store these factors in a data base’.
Such maintenance is as simple as the previous elaborations. One simply transforms

the clock specification to STORE patient values alter each read.
(1) Name: Storage.

(2) Motivation: Add coverage of an overlooked behavior to the specification. Fig-

ure 22 shows the results of modifying the specification.

(8)  Operator: AddAre is applied to specify the storing of
LAST_READ_VALUEs. It calls Constrain with:

) SRR il

START_TIME]; ?
which the analyst modifies to be:

&STORE [ relation (P,VALUE) l
LAST VALUE_READ CLOC LTIME(S& = START_TIME(P,t)
(an mteger * PERI
— [STORE(P,v} = LAST_VALUE_R (P v);
Constraint 2 was suggested by Determine Effect of Input. But, it was not confirmed
since STORE does not effect either of these outgoing arcs. In fact, the specification up

to this point does not specify the use of stored values, so constraint 2 is eliminated.

Alter parsing 3 and 4, the system suggests the following propagated effects which

are confirmed.

(5) (LAST_VALUE. READ, {CLOCK_TIME START_TIME PERIOD})
— STORE; ?
(6) PVALUE —— STORE; ?
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(4) Knowledge: This elaboration did not introduce the use of any new knowledge.

Z. Merging
At this point I have completed the basic elaborations and hence will continue
with the four merges described in[17). Figure 23 shows all the previous elaborations

described and the merges of them which will be described in this section. It shows the

6 basic elaborations which have been completed and the four merges which are

described in this section. Figure 24 summarizes the interactions of the merges.? I wiil
not describe all the possible merges, but rather just the four which are not indepen-
dent (shaded in figure 24) and so are of greater interest. The four merges could have

been done in any order, but will be described as follows:

(1)  Factors merged with Devices. The specification which models patients as hav-
ing multiple values and the specification which models an intermediate device
between patients and the monitor will be merged into a single specification.
The analyst uses problem domain knowledge to decide whether there should be

a device [or each patient, one [or each factor, or one for each group of factors.

(2) Clock merged with Factors. Here, the analyst must decide which, if any, fac-
tors should have their own distinct clock period, rather than reading all factors

at the same START_TIME and PERIOD.

(3) Clock merged with Device Failure. The analyst must decide whether the moni-
toring of device failure should be separate from that of patient values, and if it

should be periodic.

(4) Storage merged with Device Failure. The analyst must decide if device failure

should be stored.

%This figure summarizes two figures Feather presented in[17].
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7.1. Merge Strategy

Before continuing with the example,. a more detailed discussion of merge is in
order. As mentioned in chapter III, merging of divergent specifications is a difficult
task, whose major subproblems are:

e identification of corresponding concepts (a labeling problem),
e identification of conflicting constraints, and

e resolution of conflicting constraints

As mentioned in chapter III, I will assume throughout the example that the analyst

determines correspondences explicitly.!® Identification of conflicting constraints is car-
ried out by the specification model. The more difficult tasks of constraint resolution is
done via application of the merge rules of the development model (appendix A) and
the rules associated with the specification operators used during the merge (appendix

B).ll

To simplify the merging process, I assume that the result of merging two
specifications is the sum of the two, less constraint conflicts. That is, merging does not
remove components. Removal of parts of a specification can be done prior to or after

a merge; called the aggregation assumption in chapter III.

A subproblem of merging is the number of specifications which can or should be
merged at once. Also, in which order should they be merged. To look at this problem
in more detail, consider the case where only two specifications will be merged at a
time. One approach would be to simply take the union of the two specifications and
then resolve conflicts. An alternative would be to start with one specification, and
apply operators to it (e.g., AddProcess) to add unrepresented components of the
second specification, resolving conflicts as they occurred. The second approach uses a

more incremental analysis of constraint conflicts and their resolution. It allows one to

OFor example, by using a mouse to click on corresponding pairs of processes,
arcs, and data objects.

UThe application the these rules is currently a manual process.
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use the operator rules to deal with many constraint conflicts.

However, using the incremental approach to merge very divergent specifications
may necessitate the redundant resolution of constraints, whereas one large grained
step might be more efficient in such a case. For example, one could add a component
of another specification, say a process, to the current specification, which would
require a tentative assumption to resolve a conflict. Later, as other components are
added, the assumption is invalidated by a new constraint. But, this new constraint
resolves the original conflict. Thus, if the union were taken first and then constraint
checking applied, the unnecessary assumption and constraint modifications would not

have been necessary.

The problem with simply appending the specifications and then resolving
conflicts is one of: (1) where to start resolving conflicts and (2) how to specify such
resolving rules. [ have found it simpler to understand and specily merges if one con-
siders merge as the addition of subcomponents of one specification into another

specification.

This same notion of incremental resolution of constraints vs. global resolution
turns up when one considers the number of specifications which should be merged at a
time. Given N specifications to merge, one could attempt to lump them altogether and
then resolve conflicts, or incrementally merge each specification to a growing aggrega-
tion, or merge pairs of specifications like a binary tree, or some variant thereof. Merg-
ing more specifications at a time gives one more knowledge of what the final
specification should be. However, it also introduces the danger of information overload
and combinatorial explosion in the number of constraint conflicts. Incremental merge
offers the dual benefits of simplicity and maximum opportunity for reuse; reuse of
intermediate specifications and the processing it took to create them. On the other
hand, using a N-way merge, one can only resue the larger grained specifications embo-
died in those merges. I speculate that more complex merging schemes may be neces-

sary. For example, merge order and number conditionalized on the type and number
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of constraint conflicts that are expected. Appendix B describes our simple merge

scheme.

During the discussion of the four merges, I shall take the perspective of an incre-
mental merging methodology. Unlike the previous elaborations, I shall just mention
constraints directly involved in a conflict. Other constraints that are added to the
specification without conflict will not be commented on, as they have been described

previously in the simple elaboration section.

7.2. Merge 1: Patient Factors and Devices

First I will consider the merging of patients factors and devices. The analyst
must determine whether the devices are before or after the generation of PFVALUEs.
This is because both elaborations separately spliced in a process into the data fAow
between the patients and the monitor. Oz can not determine whether one process
should be before the other, or the two should be in parallel. However, it does know to

ask, (see the Merge Splices rule of appendix B). It suggests the following Diagram con-

straint:

P->PF->D->M?

This constraint is confirmed. It is just a dataflow relation to determine where to
place PF and D, and is not part of the Constraint section. Merge Splices simply places
the process of the first specification before that of the second in order to generate a
query.

Next the analyst must decide whether there should be a device lor each patient,
or a device for each factor, or a device for a subset of factors. This is also decision
requiring domain knowledge, and cannot be determined by the system without a more
extensive knowledge of patient monitoring. However, the default for splicing a process

into a dataflow is to have 2 single process for each arc in that dataflow. So, in this
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case the default is what the analyst wants, a device for each factor.!® The following
constraints are suggested and confirmed after the ordering of the splices is determined.

See figure 25 for the resulting specification.

= [PF}; ?

E;VALUE | relation(P,€ FACTOR,VALUE)|; ?
FVALUE — [DVALUE = PFVALUE]; ?

DVALUE — [MPVALUE = DVALUE); ?

PVALUE, PFVALUE, DVALUE) —— SAFE; ?

PVALUE, PFVALUE, DVALUE, MPVALUE) —— NOTIFY; ?

O b GO 1D ==

The first of these constraints says that each factor has a device to read its value.
The second is used to distinguish the different arc outputs in the DVALUE relation.
The next two (3,4) just maintain the flow of effected values. While, the last two (5,6)

are propagated indirect effects.

The constraints were determined by starting with the lactors specification and
then adding the components of the devices specification which were missing in factors.
I used SIP to add the devices. The merge rule Merge Splices noted that D and PF

probably should be part of a sequential dataflow, rather than parallel.

7.3. Merge 2: Periodic Clock and Factors

Next, I examine the interaction between a periodic clock and patient factors.
Here, the analyst must resolve the decision as to whether the clock period should
depend on a particular factor, rather than just on the patient as it currently does.
The system has no knowledge of how START_TIME and PERIOD come into
existence (i.e., how they are effected), so it has no basis on which to suggest they be

modified. The system queries with:

2 would rather have the system give the analyst a choice of the possibilities, but
most of the time this involves problem domain knowledge, which is not yet part of
Oz.
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1 &LAST_VALUE_READ | relation(P,€ FACTOR,VALUE)}; ?
2) {PVALUE CLOCILTIME(t = START_TIME(P,t)
(aninteger) * PERIOD(
A}‘LAST ALUE_READ fv)= PVALUE&P L)) ?
PFV UE,{CLOCK_TIME, STAR _TIME,PER OD}
VALUE_READ
4 LAST _VALUE_READ(P f,v) — [SAFE(true,,v) | SAFE(false f,v)}; ?
5) (PVALUE, PFVALUE, DVALUE
{CLOCK_TIME START_TIME ,PERIOD})
—— SAFE; ?
(6) (PVALUE, PFVALUE DVALUE (PVALUE,
{CLOCILTIME START T PERIOD} LAST_VALUE_READ)
—— NOTIFY;

The constraints simply distinguish the LAST_VALUE_READ by which lactor was

read, and summarize the propagation of those effects. The analyst then adds the fol-

lowing to specily that each factor has a different PERIOD and START_TIME.!3
PVALUE, CLOCK_TIME( = START _TIME(
(aninteger PERIOD(P f

PERIOD | relation(P,c FACTOR integer));
START_TIME |relatlon(P € FACTOR, mtegel) )
It

— [LAST_ ALUE_READ(P f,v) = PVALUE(P,f,v)};

The result is shown in figure 26.

7.4. Merge 3: Clock and Device Failure

When combining the clock and devices_fail specifications, one must consider
whether the monitoring of lailure should be continuous or periodic, and should it be
done separately from the read of DVALUEs. The following constraints handle the
interaction between the two specifications. They specily periodic monitoring of failure

at the same time as monitoring of DVALUEs.

BNot part of Feather’s elaboration.
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(1) {DVALUE, CLOCK_TIME(t) = START_TIME(P,t) (an integer)
* PERIOD(P,?
AST VALUE_R AD(P,v) = DVALUE(P,v));
(2) (DVAL {CLOCK_TIME, STAR _TIME PERIOD})
——+ LAST_VALUE_READ; ?

(3) (PVALUESEF\%\LUE {CLOCILTIME START_TIME,PERIOD})

(4) (PVALUE, DVALUE {CLOCK_TIME,START_TIME,PERIOD},
LAST. VALUE_READ)
—— NOTIFY(P); ?

These constraints are determined by the system. Given the clock specification and
adding the devices_fail specification to it, one can see that device failure can be added
by SIP-related rules, (i.e., Merge Splices, Propagate Arc Relations). These rules main-
tain the flow of PVALUE to LAST_VALUE_READ through D. The failed constraint

FAILED(true,VALUE,D) — [DVALUE # PVALUE];

is just carried over from the device_failure specification. It is shown in figure 27.

7.5. Merge 4: Storage and Device Failure

In the final merge, that of the storage specification and devices_fail specification,
one must consider whether one should store values of [ailed devices. The constraints
involved in the interaction between these two specifications is along the flow of
PVALUE to STORE. If the analyst simply continues to allow this low unbroken, as
suggested by the system, failed DVALUEs will be stored. Here are just those con-

straints dealing with the flow of PVALUE to STORE:
{(an lntegerz * PERIOD
— [STORE(P,v) = LAST_VALUE_R AD’@[ME
PERIOD}

1) PVALUE — [DVALUE = PVALUE]J; ?
2) DVALUE — [LAST_READ_VALUE = DVALUE]; ?
3) {PVALUE,CLOCK_TIME(t) = START_ TIII;/IE P t)
— [LAST_VALUE_READ(P,v) = DV LJE Pyv)); ?
(4) {LAST_VALUE_READ, CLOCL TME%}) START _TIME(P,t)
(an mteger ) * PERIOD(P,?)
(5) (PVALUE,DV. U {CLOCK_TIME,START_
LAST VALUE_READ) —+— STORE; ?
Figure 28 shows the diagram and part of the constraints. All of the constraints are

shown in figure 29.
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Figure 29. Oz Merge of Storage and Devices_fail, Constraint Section.
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8. Continuati

There are two dimensions in which the development of the patient monitoring
specification could be continued. The first is simply specilying more of the finer details
of each component. For example, the sale ranges for patient factors needs to be
specified. The other dimension is to bring together the divergent specifications into a
single document. At this point there are four specifications (clock&devices_fail,
factors&devices, clock&factors, storing&devices_fail) that need to be merged into one
(see figure 23). Using the binary merge strategy of appendix B, this would involve

three more merges. However, I stop here, as did Feather.

9, Summary

In t;his chapter I have illustrated the use of an interactive KBPES system and its
use in the development of an example previously described by Feather in[17]. T hoped
to have shown that much of a KBPES model can be automated and incorporated into
an interactive specification environment. Also, due the complexity of this semanticly

rich specification design model, such automation is desirable.
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CHAPTER V

RELATED WORK

This thesis represents an initial effort to develop a formal model of the process of
specification construction, with the intent of building a semiautomated interactive
environment which supports specification construction. Unfortunately, there has been
little research devoted to studying the process of specification creation. However,
because specification construction is a kind of formal description evolution, many

ideas of program construction are relevant.

Most of the research in the development of formal descriptions can be categor-
ized as either theoretical or cognitive. I consider the theoretical research on description
as the study of: (1) the definition of a representation language, (2) the definition of an
assoclated meta-language of operators which can modily the representation language,
and (3) the formal properties involved in both (e.g., what each of the languages can
describe, optimality of operators in terms of efficiency, etc.). Computer science theory
deals with these theoretical aspects in general. In section 1, I describe some research

more specific to specification descriptions.

I categorize research that studies the aspects of how people currently describe
things as cognitive. Cognitive studies of description attempt to: (1) determine abstrac-
tions people use in descriptions, (2) operators they use to evolve a description, and (3)
the adequacies of both the abstractions and the associated operators. Such research

particular to specification is described in section 2.

Given the above specialized uses of the terms theoretical and cognitive, [ consider
language theory to define the space of languages and operators on those languages;
this is the space of development descriptions. The space of development descriptions

defines what can be described and the possible modifications which can be applied to
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a given description. Cognitive studies are used to determine which abstractions and
operators humans find useful. One may look at currently used operators, or introduce
operators found to be powerful theoretically and test for their cognitive usefulness.
The PES model includes this second sort of operator; ones w'hich are theoretically
powerful, but may not yet be used by analysts. I speculate that studies will reveal

that it is also powerful in terms of its cognitive aspects.

Section 3 and 4 highlights related research in specification tools and analysis
respectively. Finally, section 5 describes research related to the development of

specification construction models.
1. Theoretical Aspects (Languages)

Languages define what can be described, while meta-languages describe how the
associated language can be changed. In[5]| , Balzer describes a frame based language
which is self-described, i.e., structural and functional enhancements are completely
derived from the structure of the language. Such languages are useful in that the
modification operators are apparent from the structure of the language. Similarly, in
the RLL language when an operator is applied, the underlying system alters the
semantics of the representation language based on its self-knowledge[29]. Sell descrip-
tion in a language is useful in dealing with the modification of the language; it for-

mally describes the space of development descriptions. However, such languages are

currently not expressive enough for the needs of complex software specification.

Although not self-described, languages which have well understood semantics
with various orthogonally parameterized abstractions may be suitable for complete
enumeration of their possible meta-operators and their effects. For example,
Goguen|24] describes a hierarchy of operators which can be applied to specifications in
Clear(9] with defined effects. While not exhaustive, such a hierarchy is an initial
categorization of the sorts of operators that are useful to apply in order to develop a

specification. Using operators such as Combine, Instantiate, Enrich, Aggregate, and
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Compose (to name a few), Goguen is able to compose specifications. It appears that
these operators are sufficiently constrained that they could be applied to similar pro-

gramming languages (e.g., Poly([35] , Apple[32] , Russell[15] ).

A survey of more conventional languages reveals some languages which do facili-
tate reuse of descriptions (e.g., ADA[14] and Smalltalk[25] ), which is necessary when
using an evolutionary model of specification. However, I speculate that it would be
difficult to develop a uselul set of meta-operators which could be used to develop pro-
grams in these languages, due to the complexity of their semantics. But, these
languages may use attached axioms such as those found in Clear and Meld [30] to

support reuse.

I feel specification language design, with regard to evolutionary descriptions,
should seek expressive languages in which structural and functional enhancements are
completely described. As with many language design goals, solving one tends to defeat

the other.

5. Cognitive 2

Empirical studies of the operators analysts use to evolve a specification are
sparse, and consequently, so is this section. The work of Soloway[45] and Adelson]l]
are empirical studies which show the use of plans in program and software design con-
struction. It seems plausible to assume that similar planning operators are used in

specification construction.

3. Tools

Three tools which embody the plan composition paradigm are IBEmacs, IDeA,
and DRACO. KBEmacs(52] assists programmers in program construction. It does so
by providing a library of abstract program plans and then facilitates their application
to the programming task at hand. Plans form a common language between the assis-

tant and the programmer. Operators apply plans to the program task and fill in their
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abstractions with program constructs.

IDeA([34] and DRACO[40] are similar to KBEmacs, but assist in specification
implementation. All three systems take the perspective that operators instantiate
plans or their parts. IDeA is similar to KBEmacs in that is assists analysts through an
editing interface. In IDeA, one constructs a traditional design specification from a high
level specification. DRACO, on the other hand, is a set of tools which use domain

models in the transformational implementation of specifications.

Like KBEmacs, PegaSys(37] also provides the supporting editor paradigm for
program design, but does not provide a library of plans. Instead, it verifies consistency

between levels of design diagrams.

Oz takes a more basic perspective of operators: that operators reduce differences
between the way the specification is and the way it should be, as determined by the
progress of goal and policy compilation. Such operators can involve plan instantiation,
combination of plans, and combination of instantiated plans. Each of these system
varies with the degree in which it provides: (1) domain modeling, (2) expressive opera-
tors, and (3) automation. All concur that the automation of combining plans is a

difficult task.
4. Analysis
The four tools mentioned above all provide some level of analysis primarily to
integrate plans, and secondarily to inform the analyst of errors in the designed

artifact, i.e., program or design specification. Other researchers have concentrated

more fully on the analysis issue.

Much of the syntax error detection stems from Petri net analysis[42}. In partic-
ular, Tse describes the formalization of data flow diagrams and their analysis based
mapping them to Petri nets[51]. Rapid prototyping(3,7] , paraphrasingj47] , and
symbolic execution{10, 55] facilitate the detection of specification sins (cf. chapter II).

Finally, analysis of errors due to goal conflicts have received less attention. Fickas[20]
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shows good preliminary results.

8. Models

Presently, there is not an adequate model of design that explicitly addresses the
compilation of goals and policies of the requirements and also facilitates changes in
meaning of the requirements. Changes is the meaning of the requirements, and hence
the current state of the specification, must be addressed due to the intertwining of

levels of abstraction and their interface with physical devices[48].

Many issues and techniques of Mostow’s work on operationalization of task
heuristics into procedures (FOO)[38] appear directly transferable to requirements com-
pilation. More recently he has applied such techniques to the rederivation of MYCIN's

therapy selection algorithm|39].

This thesis has been primarily concerned with the development of a semanticly
rich specification design model. This model is based on the model being developed at
ISI by Feather(17] and Goldman(26|. In this approach, one is concerned with the
specification language and the operators that apply to it. Goguen[23,24] and Bur-
stall[8] are similarly motivated, but with more emphasis of the theoretical aspects and

less of the cognitive.

Yue[55] and Greenspan|[28] are concerned with how reality is represented in
specifications. They describe knowledge based models which facilitate the construc-

tion of an initial description.

In the domain of knowledge base construction, Freiling[21] deseribes 2 methodol-
ogy by which a knowledge base can be constructed. However, it also addresses initial

construction and not subsequent modification.

Dietterich[12] does address modification of design in his abstract model of
mechanical design. Figure 30 shows a modified version of his model applied to
specification design. It illustrates how analysis of the problem leads to a synthesis of

the specification. After which, the specification is compared with the problem



environment to determine its adequacy.

This design process is cyclic and increasingly more detailed. Soloway[45] shows
how more experienced programmers use composition of plans to create programs.

With regard to program design, Adelson[l| notes that experts expand their mental
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Figure 30. Cyclic Model of Specification Design.
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models of the design, one level of abstraction followed by more detailed levels of
description. Finally, Goldman|[26] notes that slowly evolving the detail of a

specification is desirable, if not for design, at least for explanation.

Analysis leads to a new synthesis of the problem description which results in
modifications to the specification. Each new specification is then compared against the

problem environment which can motivate further analysis and another cycle of design.

The need to modify the meaning of the specification stems [rom three sources:
(1) changing user requirements, {2) unforeseen interactions, and (3) interfacing with
physical devices. One would like to reduce the effects of these causes so as to minimize

the need to change the specification.

Users may often change their decisions regarding the specification of require-
ments. However, a good analyst knowledgeable in the problem domain can minimize

such changes.

An analyst using the proper development model and analysis tools can curtail
the number of unforeseen interactions which are likely to result in specification

modification.

Finally, I speculate that analysts use their knowledge of implementations during
the analysis phase, but this knowledge and its application can be inadequate. Swar-
tout and Balzer argue that it is impossible to construct a satisfactory design without
the feedback of an actual implementation in all but the simplest of descriptions[48].
Thus, the necessity for a continuation of the design process after implementation is

depicted.
Dietterich notes that:

. little attention has been paid to such strategies as (a) using rough or
a.pproxlma.te designs to assess the feasibility of the specification, (b % ap-
plying the method of failure-driven patching to develop designs more
quickly, and (c} employing an existing design as a guide to designing a
new device[12|.

It appears that the IKBPES model can be used to exploit all three of these design stra-
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tegies. [n particular, rough approximations are the starting point of Oz specifications.
Using analysis techniques such a rapid prototyping, symbolic execution, and formal
analysis, one can use early specifications to determine the feasibility of their final
implementation. Such analysis or actual implementations indicates some sort of error
which then leads to patching. As shown in the example, IV.6.8, patching of
specifications is as easy as the initial development. This is not by accident: failure-

driven patching is the normal way by which specifications are created.

Finally, note that while the examples of chapter II and III showed that the
development space as a lattice containing a single specification, it need not be so. The
development space could contain disparate specifications, and transformations could
merge these designs to develop new specifications stemming from multiple ancestral

roots. While the model allows their transformations, automating such merges will be

difficuls.
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CHAPTER VI

CONCLUSIONS

This chapter describes the current status of this research and the future direc-

tions which are being explored.

1. Methodology

This thesis describes my efforts in understanding models of the process in which
descriptions of computational systems are created. I have constrained this problem by
just considering the construction of specifications. My methodology has been one of
surveying current models of specification design. The development of I(BPES is the -
result of formalizing Feather’s model{17) and integrating it with knowledge-based
design ideas. Feather’s model was chosen because it addressed many of the issues of
specification design (e.g., multiple analysts, meaning changes, design strategies) and

could easily be integrated with a knowledge-based design environment.

The KBPES model, as put forth is chapter IV, is a paradigm for specification
construction. As such, it still remains to be justified in its cognitive aspects. The
overall theme of developing specifications in an evolutionary style has been
justified[26, 48]. But, a robust set of operators which use parallel elaboration for goal
compilation must be created and then empirically justified as being cognitively useful.
In a completed KBPES, analysts will not apply specification operators such as

AddProcess, rather, they will apply the more abstract compilation operators.

2. Results

This thesis has presented an initial [ormalization of a model of the specification

design process. This model appears to be useful in that it captures much of the pro-
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cess of specification construction. In particular, KBPES explicitly addresses the evolu-
tionary development of specifications. It does so by providing a new development
operator, parallel structural elaboration, in a structured environment. Chapter IV
shows that significant parts of KBPES can be automated, although the details of an

efficient implementation have not been explored.

Beside.;.-', satisfying many of needs of a specification design model, KBPES facili-
tates the use of various design strategies. As described in section V.5, KBPES sup-
ports such strategies as: (1) evolving simple designs into satisfactory ones, (2) failure-
driven patching of designs, and {3) reuse of previous designs in the current one. How-

ever, KBPES is an experimental model and many issues remain to be explored.
3. Fut Directi

The most pressing problem in KBPES is the formalization of a merge operator.
Other issues are: formalization and automation of goal compilation operators, cogni-
tive justification, demands on the specification language, and reuse of disparate

specifications.

Given cognitive studies of specification development, I presume that formaliza-
tion and automation of many of the syntactic operators found will be relatively sim-
ple. However, the knowledge associated with such operators (i.e., the rules of appendix
A) which are used to maintain the quality of the specification will be much more
difficult to express and automate. Such operators are part of the specification model.
It will be more difficult to glean from such studies the goal compilation operators

which are part of the design model.

The automation of the application of both the operators and their associated
rules will likely place new demands on the specification language, thus leading to the
development of a specification language tailored to KBPES. The view taken here is
that one should start with a simple language in which KBPES can be effectively

applied and then expand the expressiveness of both the KBPES operators and the
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language based on the experience.

An alluring aspect of KBPES is the prospect of reusing components from
different specifications to develop a new specification. In the merge section of chapter
IV, it was shown how specifications from the same ancestral root could be merged.
More complex specifications will require more complex merging schemes and constraint
resolution knowledge. However, I speculate that a merge operator which could be
applied to specifications with different ancestral roots would be a natural extension of
merge, rather than an order of magnitude leap. This is based on the limited role the
development history currently plays in the merging process. It is used to recognize
correspondences between specifications and record the series of operators applied
which resulted in goal compilation. One can envision slowly extending the merge to
capture a larger class of constraint conflicts, using it to merge disparate specifications.
However, first a satisfactory merge should be constructed for commonly rooted

specifications.



88

APPENDIX A

OPERATOR SUMMARY

This appendix summerizes the operators used in the example of chapter IV. The
operators are only informally described. In the rules, I use the following notational

conventions that:
(1)  Processes start with P, e.g., P1, P2,

(2)  Arcs start with A, e.g., Al, A2. Their direction is determined by an <, or >,
e.g., P1 Al1> P2, Al provides a flow from P1 into P2.

As explained in section IV.4., rules are organized into a hierarchy and attached
to operators. After a operator and its rules are executed, suboperators and their rules

are also executed, if any exist. These are also noted [or each operator.

1. AddArc

AddArc adds an arc between two processes and determines the arc name. This
is a primitive operator; no subordinate operators are executed.
Rule 1: Corresponding Processes

IF Pl A1> P3, and
P2 A2> is appended to form P1 A1> P2 A2> P3, or
Pl A2> P2 Al1> P3,

THEN suggest |P2| = [P1}

Rule 2: Distinguish Qutput

IF A3 is an input arc added to process P2 from P1, and
P1 Al1> P2, and
Al — A2, and
P2 A2> P3, and
it is confirmed that A3 — A2, and
[A2 | relation(...)];
THEN suggest [A2 | relation(...,A3)|;
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Rule 3: Propagate Arc Relations
IF P1 A1> P2, and
A2 is appended to form P1 A1> P2 A2> P3, and
Al — A2,
THEN suggest existing relations containing Al, but with A2
substituted for Al.
Rule 4: Determine Effect of Input
IF Al is an input arc added to process P, and
An is the set of output arcs of P,
it has not been determined how Al effects An,
THEN ask the analyst which value(s) (if any) in An
are effected by Al.
Rule 5: Determine Effector of Qutput
IF Al is an output arc added to process P, and
An is the set of input arcs of P,
it has not been determined how An effects Al,

THEN ask the analyst which value(s) (if any) in An
effect Al.

2. AddProcess

AddProcess adds a process to the specification and determines any in or outgo-

ing arcs. AddArc rules are executed as secondary rules.

3. AddData

AddData adds a data entity to the specification and determines any in or out-

going arcs. AddArc rules are executed as secondary rules.

4, SIP

SIP splices a process into a dataflow. It determines the name of the process and
the outgoing arc. After application, SIP’s own rules are executed, followed by those of
AddProcess and AddArc. The work of Propagate Spliced Relations can be done by
Propagate Arc Relations, but is inlcuded for added clarity.
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Rule 6: Propagate Spliced Relations

IF P1 A1> P3, and
P2 A2> is appended to form P1 A1> P2 A2> P3, or
Pl A2> P2 Al> P3,

THEN suggest existing relations containing Al, but with A2
substituted for Al, or vice versa in the second case.

5. Unpack

Unpack is a specialize sort of SIP which splices a process into a dataflow for
purposes of unpackaging a composite value. The spliced process serves as an intermed-
iary between the original primitive value form and its composite representation.
Unpack determines the process and arc names, then its rules determine the set of

composite values.
Rule 7: Determine Composite Set

IF P1 A1> P2 A2> P3, and
P2 and A2 are the sphce,
THEN then suggest [A2 | rela.t.lon( ,E Set))];
A2 — [UA"E — ]
Set. | type = {. i
determine the value for Set = {...}
determine the name for Set

8. Constrain
Constrain simply allows the user to alter the Constraints section. As a result,
all constraints must be checked for incounsistencies after this operation. The rule
presented here goes beyond simple constraint conflict recognition. It is explained in
section IV.6.4.
Rule 8:Use Processed Data:
IF A2 — A3, and
Al — A2, and
A2 is added (A2' C A2), and
Al — A2’ is also added, and
THEN suggest A2’ — A3, and

A2 —— A3
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APPENDIX B

MERGE RULE SUMMARY

This appendix summerizes the rules used to merge the example of chapter IV.
The rules are only informally described. In these rules I use the following notational

conventions that:
(1) Processes start with P, e.g., P1, P2,
(2)  Arcs start with A, e.g., Al, A2. Their direction is determined by an <, or >,
e.g., P1 A1> P2, Al provides a flow from P1 into P2,
(3) Specifications start with S, e.g., S1, S2.
The merging scheme I followed was generally: start with the more complex of

two specifications and add components of the simpler to it, until it embodies both

specifications. More concretely:
(1) Merge only two specifications at a time.

(2) Alter the more complex specification S1, by adding components of the other

specification S2, until S1 has all the processes, arcs, and data sources of S2.

(3) During each addition in the above step, resolve constraint conflicts using the

rules of Appendix A and those found here.

1. Merge Order

This rule determines the complexity of a specification, which is used to determine
which specification will be copied and then modified. It does a simple complexity
analysis based on the number of processes, arcs, and data sources. If neither
specification is more complex than the other according to the analysis, then one is

arbitrarily picked as more complex than the other.



Rule 9: Complezity of Specifications

IF

the complexity of S1 is greater than that of S2

THEN start with S1 and modify it using S2, else vice versa.

2. Flow Rules

There rules show how conflicts along flows of effect were resolved in the example.

Rule 10: Chained Input

IF

S1 has P1 A1> P2 A2> P3, and
S2 has P4 A4> PS5, and

Al — A2 and

Al and A4 correspond,

P1 and P4 correspond, and

P3 and P5 correspond

THEN the merge is S1 (and add any of S2’s constraints)
Rule 11: Merge Splices

IF

S1 and S2 correspond except for the sets of processes Px in S1 and
Py in S2, and

Px forms an effect chain between P1 and P2 in S1, and

Py forms an effect chain between P3 and P4 in S2, and

P1 corresponds to P3, and

P2 corresponds to P4,

THEN it is likely that one chain should precede the other in the

merged specification, so the analyst should be asked.
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APPENDIX C

GIST SPECIFICATION

This appendix presents the four simpie GIST specifications in the order of paral-
lel development found in[17]. Each development is only briefly commented on. For

more details of these specifications and their merge, see[17].

L. Initial Gist Specificati

The initial specification, figure 31, is the same of the Oz starting specification.

The three major components are the patients, monitor, and nurse station.

2. Introducine Devi

Devices are introduced by the addition of a device agent and linking device

values to patient values. See figure 32.

{ value | type

'patient | agent ||
{ PVALUE | relation(patient,value) || random }

monitor | agent ||

{ NOTICE_UNSAFE | activity(patient) ||
if start not SAFE(PVALUE(patient,?))
then NOTIFY(patient)

'nurse’s_station | agent |
}{ SAFE |rela.tion%value , NOTIFY | procedure(patient) }

Figure 31. Initial GIST Specification.
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device | agent {|
{ DVALUE | relation(device,value) || random

'DEVICE_VALUE_EQUALS_LINKED_PATIENT_VALUE |invariant
|| all dldevice || DVALUE(d,?) = PVALUE(LINK[d,?),?)

'J}LINK | relation(device, patient)

monitor | agent ||

{ NOTICE_UNSAFE ] activity(pasient) |
if start not SAFE(DVALUE(LINK{(?,patient),?))
then NOTIFY(patient)

Figure 32. Modifications to Introduce Devices.

device | agent ||
{ DVALUE | relation(device,value) || random

' FAILED | relation{device) || random
'DEVICE_VALUE_EQUALS_LINKED_PATIENT_VALUE | invariant
| a1 d|device || not FAILED(d) implies
DVALUE(d,?) = PVALUE(LINK(d,?),?)

,IfINK | relation(device,patient)

Figure 33. Modification to Introduce Device Failure.
3. Device Fail

Device failure is introduced as an implied nonequivalence of PVALUE and
DVALUE, figure 33. Unlike the Oz development, Feather does this elaboration with
three changes. First, the nonequivalence between PYALUE and DVALUE. Then, the
next two figures adjust the Monitor to make use of the failed relation. Namely, figure
34 modifies the monitor to NOTIFY in case of failure. Next, figure 35 adjusts the

NOTIFY relation to distinguish between patient safety notification and device failure



{ NOTICE_UNSAFE | activity(patient) |
if not FAILED(LINK{?, pat:’cnt&l
and start not SAFE(DVALUE(LINK(?,patient),?))
or start FAILED(LINK,(? patient))
then NOTIFY(patient)

Figure 34. Modification of NOTICE_UNSAFE to Respond to Device Failure.
notification.
4. Patient Factars

Patient factors, figure 36, are introduced by adding the factor relation and modi-

fying the monitor to check each factor separately for safety.

5. Periodic Monitori

Time is modeled by a increasing integer valued clock. The Monitor then, only
updates LAST_VALUE_READ when the correct period comes to pass for each patient

value. See figure 37.

{ NOTICE_UNSAFE | activity(patient) ||
if not FAILED(LINI(?,patient)
and start not SAFE(DVALUE(LINK(?,patient),?))
or start FAILED(LINK,(?,patient))
then NOTIFY(patient, FAILED(LINK{(?,patient)))

NOTIFY | procedure(patient,boolean)

Figure 35. Modifications to Adjust NOTIFY Invocations.
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Jactor | type = {’pulse, 'temperature, *blood_pressure, 'skin_resistance }
’composite | type

CFV | relation(composite, factor, value)

PVALUE | relation(patient,composite} || random

NOTICE_UNSAFE | activity(patie F)

;tl'lseiart not all f| factor || SAFE(CFV{PVALUE(patient,?),f,?))

SAFE | relation(value,factor)

Figure 36. Modifications to Introduce Composite of Factor Values.
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clock | agent ||

{ CLOCK_TIME |relation(integer)

" TICK_TOCK | activity )l
choose { CLOCK_TIME(?) := CLOCK_TIME(?) + 1, null }

"monitor | agent ||
{ LATEST_VALUE_READ | relation(patient,value)

READ_PERIODICALLY | activity(patient) {|
if CLOCK_TIME(?) = START_READING_TIME(patient,?} +
(an integer)*PERIOD(patient,?)
then LATEST_VALUE_READ(patient,?) := PVALUE(patient,?)

' NOTICE_UNSAFE | activity(patien

6 i
if start not SAFE(LATEST_ ALUE)_READ{paticnt, ?))
then NOTIFY(patient)

'nurse’s_station | agent ||

{ SAFE |rela.tionfva.lue , NOTIFY | procedure{patient) }
'START_READING_TIME | relation{patient,integer)
’}PERIOD | relation(patient,integer)

Figure 37. Modifications to Change the Monitor to Read Periodically.
8. Saftey Depends on Patient
In figure 38, the SAFE relation in the nurse’s station and monitor are modified

to take the added patient parameter. This allows safeness to vary beteween patients.

Z. Store Values

Storing patient values is the last of the simple elaboration and was added to
show maintenance via transformations. The periodic monitoring specification was

modified so values are stored at the same time they are read, see figure 39.
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monitor | agent ||

{ NOTICE_UNSAFE [a.ctlwty(patlent Il
if start not SAFE(PVALUE(patient,?), patient)
then NOTIFY(patient)

'nurse’s_station | agent ||
{ SAFE | rela.tlon% value,patient) ... }

Figure 38. Modifications to Elaborate Safe to Depend on Patient.

monitor | agent ||

{ LATEST VALUE_READ | relation(patient,value)

' READ_PERIODICALLY | activity(patient) ||
if CLOCK_TIME(?) = START_READING_TIME(patient,?) +
(an integer)*PERIOD(patient,?)
then LATEST_VALUE_READ(patient,?) :== P ALUE(pa.tlent 35
STORE(patient, LATEST_VALUE_READ(patient,?) )

’} NOTICE_UNSAFE | activity(patient) || ...

'nurse’s_station | agent |
{ ..., STORE | procedure(patient,value)}

Figure 39. Modifications to Store Read Values.
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